**Transactions**

Transactions are units of work that are executed as a single, logical operation. The execution of transaction can be in a manual fashion by a user, or automatically by some sort of a database program.

A transaction is to make some changes to the database; for example, if you are creating, updating or deleting a record from the table, then you are performing a transaction on that table.

Practically, transactions allow you to group one or more SQL statements into a single execution unit, ensuring that either all of the statements are successfully completed or none of them are.

Transactions in SQL Server are typically used to maintain the integrity of the database and ensure that data remains consistent even in the event of errors, crashes, or concurrent access by multiple users. Transactions follow the **principles of ACID** (Atomicity, Consistency, Isolation, Durability) to guarantee reliable database operations:

* **Atomicity**: Transactions are atomic, meaning they are treated as a single, indivisible unit of work. Either all of the operations within the transaction are successfully completed, or none of them are. There is no partial execution.
* **Consistency**: Transactions ensure that the database remains in a consistent state before and after the transaction is executed. This means that the integrity constraints, such as foreign key relationships and unique constraints, are maintained.
* **Isolation**: Transactions are isolated from each other to prevent interference and maintain data integrity in a multi-user environment. Each transaction operates as if it is the only transaction running on the database, regardless of concurrent transactions.
* **Durability**: Once a transaction is committed, the changes made by the transaction are permanent and survive system failures. These changes are stored in non-volatile storage, such as disk, to ensure durability.

![SQL Server Transaction](data:image/png;base64,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)

In SQL Server, you can begin a transaction using the BEGIN TRANSACTION statement, to make changes to the database, and then either commit the transaction using COMMIT TRANSACTION to make the changes permanent, or roll back the transaction using ROLLBACK TRANSACTION to undo the changes and restore the database to its previous state.

As the below picture shows, a transaction cannot be successful until all of the operations in the set are completed. It means that if any argument fails, the transaction operation will fail. Each transaction begins with the first executable SQL statement and ends when it finds a commit or rollback, either explicitly or implicitly.

![SQL Server Transaction](data:image/png;base64,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)

Banking database system can be a good example for the concept of a transaction. Suppose a bank customer wants to transfer money from one account to another by using ATM:

* The first step is to check the availability of the requested amount in the account.
* The second step deducts the amount from the first account if the amount is available.
* The third step is to deposit the money to the second account. At this step, transaction is either successful or failed. If successful, database gets updated based on transaction; otherwise, the transaction will be rolled back into previous state.

The basic principle behind transactions is that if one of the statements returns an error, the entire set of changes is rolled back to ensure data integrity. And if the transactions become successful, all changes will be permanent on the database. Hence, if there is a power outage or other issues when withdrawing money from an ATM, transactions guarantee that our balance remains consistent.

Syntax:

BEGIN TRANSACTION;

UPDATE TableName

SET Column1 = Value1

WHERE Condition;

INSERT INTO TableName (Column1, Column2)

VALUES (Value1, Value2);

COMMIT TRANSACTION;

**Transaction modes or types in SQL Server**

1. Implicit Transactions (Auto-Commit):

In this mode, each SQL statement is treated as a separate transaction that is automatically committed after execution if it completes successfully. There's no need to explicitly begin and commit transactions.

Here, each statement is implicitly in its own transaction and automatically committed after execution:

INSERT INTO Employee (EmployeeID, Name, Department, Salary) VALUES (1, 'John Doe', 'IT', 50000.00);

UPDATE Employee SET Salary = 55000.00 WHERE EmployeeID = 1;

DELETE FROM Employee WHERE EmployeeID = 2;

In this mode, each SQL statement is executed in its own transaction and automatically committed if successful. If an error occurs during the execution of a statement, the transaction is automatically rolled back.

2. Explicit Transactions (Manual Commit/Rollback):

In this mode, transactions must be explicitly started using BEGIN TRANSACTION, and then explicitly committed using COMMIT TRANSACTION or rolled back using ROLLBACK TRANSACTION.

BEGIN TRANSACTION;

-- Data modification statements within the explicit transaction

INSERT INTO Employee (EmployeeID, Name, Department, Salary) VALUES (1, 'John Doe', 'IT', 50000.00);

UPDATE Employee SET Salary = 55000.00 WHERE EmployeeID = 1;

-- Check if data is correct

SELECT \* FROM Employee;

-- Commit the transaction

COMMIT TRANSACTION;

In this mode, transactions are explicitly started and can span multiple SQL statements. They must be explicitly committed or rolled back by the user.

Note: Implicit transactions provide convenience but less control, while explicit transactions offer more control but require manual management.

In practical terms, the terms "auto-commit" and "implicit transactions" are often used interchangeably, especially in the context of SQL Server. In both cases:

* Each individual SQL statement is treated as a separate transaction.
* The transaction is automatically committed after the SQL statement executes successfully.
* If an error occurs during the execution of the SQL statement, the transaction is automatically rolled back.

So, in essence, there's no practical difference between auto-commit and implicit transactions in SQL Server. Both terminologies refer to the same behavior where transactions are managed automatically for each SQL statement without the need for explicit transaction management commands like BEGIN TRANSACTION, COMMIT TRANSACTION, or ROLLBACK TRANSACTION.

However, it's worth noting that "implicit transactions" might encompass a broader concept in some contexts beyond just the auto-commit behavior, including settings related to implicit transaction modes. But when discussing transaction behavior specifically in SQL Server, the terms are often used synonymously.

3. Save-point Transactions: These transactions allow defining save-points within a transaction using the SAVE TRANSACTION statement. Save-points provide a way to roll back portions of a transaction without rolling back the entire transaction.

**Transaction Control**

In SQL Server, transaction control commands are used to manage transactions, ensuring data integrity and consistency. Here are the common commands:

* **BEGIN TRANSACTION**: Starts a new transaction.
* **COMMIT TRANSACTION**: Saves the changes made during the current transaction to the database.
* **ROLLBACK TRANSACTION**: Undoes all changes made during the current transaction and restores the database to its previous state.
* **SAVE TRANSACTION**: Sets a savepoint within the current transaction, allowing partial rollback to that point if needed.
* **SET TRANSACTION**: Sets characteristics for the transaction, such as isolation level and whether it's read-only or read/write.

Note: for RELEASE SAVEPOINT, unlike other databases like Oracle, SQL Server doesn't have a specific RELEASE SAVEPOINT command. Instead, you can just issue a COMMIT or ROLLBACK to remove the savepoint. Once a transaction is committed or rolled back, all savepoints within that transaction are automatically released.

So, in SQL Server, you set a savepoint with SAVE TRANSACTION, rollback to it with ROLLBACK TRANSACTION, and release it implicitly when the transaction is committed or rolled back.

### Transaction State

It indicates how transactions go during their lifetime. **It describes the current state of the transaction as well as how the transaction will be processed in the future.** These states define the rules that determine whether a transaction commits or aborts.

![SQL Server Transaction](data:image/png;base64,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)

**Active State:** The transaction is in an active state while the transaction's instructions are being executed. It will change to the **"partially committed state"** if all "read and write" operations are completed without errors. If any instruction fails, it changes to the "failed state."

**Partially Committed:** When all the read and write operations are completed, the change is made to the main memory or local buffer. The state would go to **"committed state"** if the changes are made permanent on the database. Otherwise, it goes to the "failed state".

**Failed State:** A transaction goes to the failed state when any transaction's instruction fails or a permanent modification on the database fails.

**Aborted State:** The transaction moves from a **"failed state"** to an **"aborted state"** when any kind of failure occurs. The changes are removed or rolled back because these changes are only made to the local buffer or main memory in previous states.

**Committed State:** A transaction is complete and goes into this state when the changes are made permanent on the database and terminated in the **"terminated state".**

**Terminated State:** If there is no rollback and the transaction is in the **"committed state,"** the system is consistent and ready for a new transaction while the old one is terminated.

Example:

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00),

(2, 'Jane Smith', 'HR', 45000.00),

(3, 'Michael Johnson', 'Finance', 60000.00);

**Note1:** in most database management systems (including SQL Server), individual SQL statements such as CREATE TABLE, INSERT INTO, DELETE, and UPDATE are typically automatically committed after execution if they are not explicitly wrapped within a transaction block (i.e., BEGIN TRANSACTION and COMMIT TRANSACTION or ROLLBACK TRANSACTION).

This behavior is often referred to as "autocommit mode". In autocommit mode, each individual SQL statement is treated as a separate transaction that is automatically committed after it completes successfully.

Here:

-- CREATE TABLE statement outside of a transaction block

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

The table is created and the transaction is automatically committed. Or:

-- INSERT INTO statement outside of a transaction block

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00);

The row is inserted into the table and the transaction is automatically committed. Or:

-- DELETE statement outside of a transaction block

DELETE FROM Employee WHERE EmployeeID = 1;

The row is deleted from the table and the transaction is automatically committed. Or:

-- UPDATE statement outside of a transaction block

UPDATE Employee SET Salary = 55000.00 WHERE EmployeeID = 1;

The row is updated and the transaction is automatically committed.

In each of above cases, the operation is committed immediately after the statement is executed successfully, without the need for explicit transaction management. However, if an error occurs during the execution of any of these statements, the transaction will be automatically rolled back, ensuring data consistency.

**Note2:** however, remember that, we can include the CREATE TABLE command within a transaction body in SQL Server. When we execute a CREATE TABLE statement inside a transaction, it will be part of that transaction's scope until the transaction is either committed or rolled back.

BEGIN TRANSACTION;

-- Create a sample table

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

-- Insert some sample data

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00),

(2, 'Jane Smith', 'HR', 45000.00),

(3, 'Michael Johnson', 'Finance', 60000.00);

-- Check the data

SELECT \* FROM Employee;

-- Commit the transaction

COMMIT TRANSACTION;

And, in between we can have save-points:

BEGIN TRANSACTION;

--SAVE TRANSACTION s1;

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

--ROLLBACK TRANSACTION s1;

SAVE TRANSACTION s2;

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00),

(2, 'Jane Smith', 'HR', 45000.00),

(3, 'Michael Johnson', 'Finance', 60000.00);

SELECT \* FROM Employee;

ROLLBACK TRANSACTION s2;

SELECT \* FROM Employee;

-- till not commited, we can rollback as per the savepoints

-- when commited, no rollback possible

COMMIT TRANSACTION;

**Note3:** we know that transactions are typically atomic, meaning that either all operations within the transaction succeed or none of them do. However, in the below example, even though the second INSERT statement violates the primary key constraint (assuming EmployeeID is meant to be unique), the table creation and the first INSERT statement are not rolled back automatically.

BEGIN TRANSACTION;

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2) );

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00);

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'Jane Smith', 'HR', 45000.00);

COMMIT TRANSACTION;

The reason for this behavior is that the CREATE TABLE statement and the first INSERT statement are separate operations from the second INSERT statement within the same transaction. The failure of one operation within a transaction doesn't automatically roll back all preceding operations.

To achieve the desired behavior where all operations within the transaction are rolled back if any one of them fails, you would need to structure your transaction differently. You could use error handling to check for errors and roll back the transaction accordingly:

BEGIN TRANSACTION;

BEGIN TRY

-- Create a sample table

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

-- Insert some sample data

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00),

(1, 'Jane Smith', 'HR', 45000.00); -- This will cause a primary key violation

-- Commit the transaction if all operations succeed

COMMIT TRANSACTION;

END TRY

BEGIN CATCH

-- Rollback the transaction if an error occurs

ROLLBACK TRANSACTION;

PRINT 'An error occurred. Transaction rolled back.';

END CATCH;

Be mindful that in SQL Server, if the CREATE TABLE statement didn’t automatically rolled back like data modification statements (e.g., INSERT, UPDATE, DELETE), it is simply because DDL (Data Definition Language) statements like CREATE TABLE are not transactional in SQL Server by default.

However, you can prevent the creation of the table from being committed if an error occurs by explicitly checking for errors within the TRY...CATCH block and conditionally rolling back the transaction only if a DML (Data Manipulation Language) statement fails:

BEGIN TRANSACTION;

BEGIN TRY

-- Create a sample table

CREATE TABLE Employee (

EmployeeID INT PRIMARY KEY,

Name NVARCHAR(100),

Department NVARCHAR(100),

Salary DECIMAL(10, 2)

);

-- Check if the table was created successfully

IF OBJECT\_ID('Employee', 'U') IS NOT NULL

BEGIN

-- Insert some sample data

INSERT INTO Employee (EmployeeID, Name, Department, Salary)

VALUES (1, 'John Doe', 'IT', 50000.00),

(1, 'Jane Smith', 'HR', 45000.00); -- This will cause a primary key violation

END

-- Commit the transaction if all operations succeed

COMMIT TRANSACTION;

END TRY

BEGIN CATCH

-- Rollback the transaction if an error occurs

ROLLBACK TRANSACTION;

PRINT 'An error occurred. Transaction rolled back.';

END CATCH;

In this modified example, before attempting to insert sample data into the Employee table, we check if the table was successfully created using the OBJECT\_ID function. If the table creation was successful, only then do we proceed with the data insertion. If an error occurs during either the table creation or the data insertion, the entire transaction is rolled back. This ensures that both DDL and DML operations are treated atomically within the transaction block.

OBJECT\_ID('Employee', 'U') is a function call in SQL Server that returns the object identification number (object\_id) of the specified database object. In above case, it checks whether a table named 'Employee' exists in the current database. The second argument 'U' specifies that it's looking for a user-defined table.

When OBJECT\_ID('Employee', 'U') is called, it returns NULL if the table 'Employee' doesn't exist in the database or if it's not a user-defined table. If the table exists, it returns the object\_id of the table.

The expression OBJECT\_ID('Employee', 'U') IS NOT NULL is used as a condition to check if the 'Employee' table exists in the database. If the condition evaluates to true, it means the table exists, and if it evaluates to false, it means the table doesn't exist.

**@@ERROR**

In SQL Server, @@ERROR is a system function that returns the error code produced by the last executed Transact-SQL statement. It is a global variable that holds the error number generated by the most recently executed SQL statement within the scope of the batch, stored procedure, trigger, or user-defined function.

Here's how @@ERROR works:

* After executing a SQL statement, you can check the value of @@ERROR to determine if an error occurred during the execution of that statement.
* If the value of @@ERROR is 0, it indicates that the last executed statement was successful, and no error occurred.
* If the value of @@ERROR is non-zero, it represents the error number generated by the SQL statement. You can then use this error number to perform error handling or logging as needed.

It's important to note a couple of things about @@ERROR:

1. Scope: The value of @@ERROR is scoped to the current session, meaning it retains its value until another SQL statement is executed, or until the session ends.
2. Resetting: The value of @@ERROR is reset after each SQL statement execution. Therefore, if you want to capture the error code for a specific statement, you should check the value of @@ERROR immediately after executing that statement.

DECLARE @ErrorCode INT;

-- Attempt to insert a record into a table

INSERT INTO TableName (Column1, Column2)

VALUES (Value1, Value2);

-- Check if an error occurred

SET @ErrorCode = @@ERROR;

-- If an error occurred, handle it

IF @ErrorCode <> 0

BEGIN

PRINT 'An error occurred. Error code: ' + CAST(@ErrorCode AS NVARCHAR(10));

-- Additional error handling logic can be added here

END

ELSE

BEGIN

PRINT 'Record inserted successfully.';

END

Above, @@ERROR is used to capture the error code generated by the INSERT statement. If an error occurs during the execution of the INSERT statement, the error code is stored in the @ErrorCode variable, and appropriate error handling logic can be executed based on the error code.

Example, demonstrating the use of transactions in SQL Server, including both commit and rollback scenarios. Suppose we have a table called Employee with columns EmployeeID, Name, and Salary. We want to update the salary of an employee and insert a new record into the table, ensuring that both operations succeed together.

-- Begin the transaction

BEGIN TRANSACTION;

-- Update the salary of an employee

UPDATE Employee SET Salary = 60000 WHERE EmployeeID = 123;

-- Insert a new employee record

INSERT INTO Employee (EmployeeID, Name, Salary) VALUES (456, 'John Doe', 55000);

-- Check if any errors occurred during the transaction

IF @@ERROR <> 0

BEGIN

-- If an error occurred, rollback the transaction

ROLLBACK TRANSACTION;

PRINT 'Transaction rolled back due to error.';

END

ELSE

BEGIN

-- If no errors occurred, commit the transaction

COMMIT TRANSACTION;

PRINT 'Transaction committed successfully.';

END

In this example:

* We begin the transaction using BEGIN TRANSACTION.
* We then update the salary of an employee with EmployeeID 123 and insert a new employee record with EmployeeID 456.
* We check if any errors occurred during the transaction using @@ERROR. If an error occurred (e.g., constraint violation, deadlock), we rollback the transaction using ROLLBACK TRANSACTION. Otherwise, if no errors occurred, we commit the transaction using COMMIT TRANSACTION.

Now, there are two scenarios:

Scenario 1: Successful Commit

Suppose both the update and insert operations complete successfully. When we run the script, it will print:

Transaction committed successfully.

In this case, the changes made by the transaction (salary update and new record insertion) are permanent and have been successfully committed to the database.

Scenario 2: Error and Rollback

Suppose an error occurs during the transaction, such as a constraint violation or deadlock. In this case, the @@ERROR check will detect the error, and the transaction will be rolled back. When we run the script, it will print:

Transaction rolled back due to error.

In this case, the changes made by the transaction (salary update and new record insertion) are rolled back, and the database is restored to its previous state before the transaction began.

And if we want to capture the error code:

BEGIN TRANSACTION;

-- Insert a new employee record

DECLARE @ErrorCode INT;

INSERT INTO Employee (EmployeeID, Name, Salary) VALUES (1, 'John Doe', 55000);

-- Capture the error code

SET @ErrorCode = @@ERROR;

-- Check if any errors occurred during the transaction

IF @ErrorCode <> 0

BEGIN

PRINT 'An error occurred. Error code: ' + CAST(@ErrorCode AS NVARCHAR(10));

-- If an error occurred, rollback the transaction

ROLLBACK TRANSACTION;

PRINT 'Transaction rolled back due to error.';

END

ELSE

BEGIN

-- If no errors occurred, commit the transaction

COMMIT TRANSACTION;

PRINT 'Transaction committed successfully.';

END

**Classification of Transactions**

Based on Nature:

* Read-Only Transactions: Transactions that only read data from the database but do not modify it. These transactions do not require the database to maintain locks for concurrency control.
* Read-Write Transactions: Transactions that read data from the database and also modify it. These transactions may require locks for concurrency control to ensure data consistency.

Based on Duration:

* Short Transactions: Transactions that complete quickly and involve a minimal number of database operations. These transactions typically don't hold resources for an extended period.
* Long Transactions: Transactions that take a considerable amount of time to complete and may involve complex operations or user interactions. Long transactions can potentially impact concurrency and resource usage in the database.

Based on Isolation Level:

Isolation levels determine how transactions interact with each other and with the data that other transactions are accessing or modifying. There are different isolation levels, each offering a different trade-off between concurrency and data consistency.

* Read Uncommitted: In this isolation level, transactions can read data that has been modified by other transactions but not yet committed. It offers the highest level of concurrency but may result in dirty reads (reading uncommitted data).

--in my own user:

--GRANT SELECT, INSERT, UPDATE, DELETE ON Employee TO aaa;

SET TRANSACTION ISOLATION LEVEL READ UNCOMMITTED;

-- Transaction 1

BEGIN TRANSACTION;

SELECT \* FROM Employee; -- Reading uncommitted data

COMMIT TRANSACTION;

--through user aaa for example

-- Transaction 2

BEGIN TRANSACTION;

UPDATE Employee SET Salary = 55000.00 WHERE EmployeeID = 1; -- Data being modified

--at this moment, even if not committed, my own user sees the changes

COMMIT TRANSACTION;

* Read Committed: here, transactions can only read data that has been committed by other transactions. They do not allow dirty reads but still allows non-repeatable reads and phantom reads.

--in my own user:

--GRANT SELECT, INSERT, UPDATE, DELETE ON Employee TO aaa;

SET TRANSACTION ISOLATION LEVEL READ COMMITTED;

-- Transaction 1

BEGIN TRANSACTION;

SELECT \* FROM Employee; -- Reading committed data

COMMIT TRANSACTION;

--through user aaa for example

-- Transaction 2

BEGIN TRANSACTION;

UPDATE Employee SET Salary = 55000.00 WHERE EmployeeID = 1; -- Data being modified

--at this moment, if not committed, my own user won’t see the changes. Hanging!

COMMIT TRANSACTION;